**Machine Learning Projects**

**Weather Prediction**

import pandas as pd

pip install xgboost

df = pd.read\_csv("seattle-weather.csv")

df.head()

|  | **date** | **precipitation** | **temp\_max** | **temp\_min** | **wind** | **weather** |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 1/1/2012 | 0.0 | 12.8 | 5.0 | 4.7 | drizzle |
| 1 | 1/2/2012 | 10.9 | 10.6 | 2.8 | 4.5 | rain |
| 2 | 1/3/2012 | 0.8 | 11.7 | 7.2 | 2.3 | rain |
| 3 | 1/4/2012 | 20.3 | 12.2 | 5.6 | 4.7 | rain |
| 4 | 1/5/2012 | 1.3 | 8.9 | 2.8 | 6.1 | rain |

df.isnull().sum()

date 0

precipitation 0

temp\_max 0

temp\_min 0

wind 0

weather 0

dtype: int64

def LabelEncoding(c):

    from sklearn import preprocessing

    le = preprocessing.LabelEncoder()

    df[c]= le.fit\_transform(df[c])

    df[c].unique()

LabelEncoding("weather")

Df

| **date** | **precipitation** | **temp\_max** | **temp\_min** | **wind** | **weather** |
| --- | --- | --- | --- | --- | --- |
| 0 | 1/1/2012 | 0.0 | 12.8 | 5.0 | 4.7 | 0 |
| 1 | 1/2/2012 | 10.9 | 10.6 | 2.8 | 4.5 | 2 |
| 2 | 1/3/2012 | 0.8 | 11.7 | 7.2 | 2.3 | 2 |
| 3 | 1/4/2012 | 20.3 | 12.2 | 5.6 | 4.7 | 2 |
| 4 | 1/5/2012 | 1.3 | 8.9 | 2.8 | 6.1 | 2 |
| ... | ... | ... | ... | ... | ... | ... |
| 1456 | 12/27/2015 | 8.6 | 4.4 | 1.7 | 2.9 | 2 |
| 1457 | 12/28/2015 | 1.5 | 5.0 | 1.7 | 1.3 | 2 |
| 1458 | 12/29/2015 | 0.0 | 7.2 | 0.6 | 2.6 | 1 |
| 1459 | 12/30/2015 | 0.0 | 5.6 | -1.0 | 3.4 | 4 |
| 1460 | 12/31/2015 | 0.0 | 5.6 | -2.1 | 3.5 | 4 |

1461 rows × 6 columns

cols = ['precipitation' , 'temp\_max', 'temp\_min', 'wind']

def normalize(df,cols):

    for x in cols:

        df[x] = df[x]/df[x].max()

normalize(df,cols)

df

| **date** | **precipitation** | **temp\_max** | **temp\_min** | **wind** | **weather** |
| --- | --- | --- | --- | --- | --- |
| 0 | 1/1/2012 | 0.000000 | 0.359551 | 0.273224 | 0.494737 | 0 |
| 1 | 1/2/2012 | 0.194991 | 0.297753 | 0.153005 | 0.473684 | 2 |
| 2 | 1/3/2012 | 0.014311 | 0.328652 | 0.393443 | 0.242105 | 2 |
| 3 | 1/4/2012 | 0.363148 | 0.342697 | 0.306011 | 0.494737 | 2 |
| 4 | 1/5/2012 | 0.023256 | 0.250000 | 0.153005 | 0.642105 | 2 |
| ... | ... | ... | ... | ... | ... | ... |
| 1456 | 12/27/2015 | 0.153846 | 0.123596 | 0.092896 | 0.305263 | 2 |
| 1457 | 12/28/2015 | 0.026834 | 0.140449 | 0.092896 | 0.136842 | 2 |
| 1458 | 12/29/2015 | 0.000000 | 0.202247 | 0.032787 | 0.273684 | 1 |
| 1459 | 12/30/2015 | 0.000000 | 0.157303 | -0.054645 | 0.357895 | 4 |
| 1460 | 12/31/2015 | 0.000000 | 0.157303 | -0.114754 | 0.368421 | 4 |

1461 rows × 6 columns

x = df.drop('weather',axis=1)

y = df['weather']

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(x, y, test\_size = 0.2, random\_state = 0)

from xgboost import XGBClassifier

xg = XGBClassifier()

xg.fit(X\_train, y\_train)

xg.get\_params()

{'objective': 'multi:softprob',

'base\_score': None,

'booster': None,

'callbacks': None,

'colsample\_bylevel': None,

'colsample\_bynode': None,

'colsample\_bytree': None,

'device': None,

'early\_stopping\_rounds': None,

'enable\_categorical': False,

'eval\_metric': None,

'feature\_types': None,

'feature\_weights': None,

'gamma': None,

'grow\_policy': None,

'importance\_type': None,

'interaction\_constraints': None,

'learning\_rate': None,

'max\_bin': None,

'max\_cat\_threshold': None,

'max\_cat\_to\_onehot': None,

'max\_delta\_step': None,

'max\_depth': None,

'max\_leaves': None,

'min\_child\_weight': None,

...

'scale\_pos\_weight': None,

'subsample': None,

'tree\_method': None,

'validate\_parameters': None,

'verbosity': None}

from sklearn.metrics import classification\_report, accuracy\_score

y\_hat = xg.predict(X\_test)

print(accuracy\_score(y\_test,y\_hat))

print(classification\_report(y\_test,y\_hat))

0.757679180887372

precision recall f1-score support

0 0.00 0.00 0.00 10

1 0.15 0.07 0.10 29

2 0.95 0.91 0.93 123

3 1.00 0.33 0.50 6

4 0.70 0.85 0.77 125

accuracy 0.76 293

macro avg 0.56 0.43 0.46 293

weighted avg 0.73 0.76 0.74 293

grid = {'learning\_rate': [0.1,1, 0.01, 0.001], 'gamma':[0,1,10,100]}

from sklearn.model\_selection import GridSearchCV

model = GridSearchCV(XGBClassifier(), grid, cv=10, verbose=2)

from xgboost import XGBClassifier

# create the model

model = XGBClassifier()

# fit the model

model.fit(X\_train, y\_train)

model.fit(X\_train, y\_train)

grid\_predictions = model.predict(X\_test)

print(accuracy\_score(y\_test,grid\_predictions))

print(classification\_report(y\_test,grid\_predictions))

0.757679180887372

precision recall f1-score support

0 0.00 0.00 0.00 10

1 0.15 0.07 0.10 29

2 0.95 0.91 0.93 123

3 1.00 0.33 0.50 6

4 0.70 0.85 0.77 125

accuracy 0.76 293

macro avg 0.56 0.43 0.46 293

weighted avg 0.73 0.76 0.74 293

from sklearn.model\_selection import GridSearchCV

from xgboost import XGBClassifier

# Define model

xgb = XGBClassifier()

# Define parameter grid

param\_grid = {

    'max\_depth': [3, 5, 7],

    'n\_estimators': [100, 200],

    'learning\_rate': [0.01, 0.1, 0.2]

}

# GridSearch

grid = GridSearchCV(estimator=xgb, param\_grid=param\_grid, cv=3, scoring='accuracy')

grid.fit(X\_train, y\_train)

# Best model after tuning

print(grid.best\_estimator\_)

XGBClassifier(base\_score=None, booster=None, callbacks=None,

colsample\_bylevel=None, colsample\_bynode=None,

colsample\_bytree=None, device=None, early\_stopping\_rounds=None,

enable\_categorical=False, eval\_metric=None, feature\_types=None,

feature\_weights=None, gamma=None, grow\_policy=None,

importance\_type=None, interaction\_constraints=None,

learning\_rate=0.01, max\_bin=None, max\_cat\_threshold=None,

max\_cat\_to\_onehot=None, max\_delta\_step=None, max\_depth=3,

max\_leaves=None, min\_child\_weight=None, missing=nan,

monotone\_constraints=None, multi\_strategy=None, n\_estimators=200,

n\_jobs=None, num\_parallel\_tree=None, ...)

print(grid.best\_estimator\_)

XGBClassifier(base\_score=None, booster=None, callbacks=None,

colsample\_bylevel=None, colsample\_bynode=None,

colsample\_bytree=None, device=None, early\_stopping\_rounds=None,

enable\_categorical=False, eval\_metric=None, feature\_types=None,

feature\_weights=None, gamma=None, grow\_policy=None,

importance\_type=None, interaction\_constraints=None,

learning\_rate=0.01, max\_bin=None, max\_cat\_threshold=None,

max\_cat\_to\_onehot=None, max\_delta\_step=None, max\_depth=3,

max\_leaves=None, min\_child\_weight=None, missing=nan,

monotone\_constraints=None, multi\_strategy=None, n\_estimators=200,

n\_jobs=None, num\_parallel\_tree=None, ...)

**Wine Quality Prediction**

import pandas as pd

import seaborn as sns

import matplotlib.pyplot as plt

from sklearn.ensemble import RandomForestClassifier

from sklearn.svm import SVC

from sklearn.metrics import confusion\_matrix, classification\_report, accuracy\_score

from sklearn.preprocessing import StandardScaler, LabelEncoder

from sklearn.model\_selection import train\_test\_split, GridSearchCV, cross\_val\_score

%matplotlib inline

pip install matplotlib seaborn

Collecting matplotlib

Using cached matplotlib-3.10.6-cp313-cp313-win\_amd64.whl.metadata (11 kB)

Collecting seaborn

Using cached seaborn-0.13.2-py3-none-any.whl.metadata (5.4 kB)

Collecting contourpy>=1.0.1 (from matplotlib)

Using cached contourpy-1.3.3-cp313-cp313-win\_amd64.whl.metadata (5.5 kB)

Collecting cycler>=0.10 (from matplotlib)

Using cached cycler-0.12.1-py3-none-any.whl.metadata (3.8 kB)

Collecting fonttools>=4.22.0 (from matplotlib)

Downloading fonttools-4.60.0-cp313-cp313-win\_amd64.whl.metadata (113 kB)

Collecting kiwisolver>=1.3.1 (from matplotlib)

Using cached kiwisolver-1.4.9-cp313-cp313-win\_amd64.whl.metadata (6.4 kB)

Requirement already satisfied: numpy>=1.23 in [c:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages](file:///C:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages) (from matplotlib) (2.3.1)

Requirement already satisfied: packaging>=20.0 in [c:\users\lenovo\appdata\roaming\python\python313\site-packages](file:///C:\users\lenovo\appdata\roaming\python\python313\site-packages) (from matplotlib) (25.0)

Collecting pillow>=8 (from matplotlib)

Using cached pillow-11.3.0-cp313-cp313-win\_amd64.whl.metadata (9.2 kB)

Collecting pyparsing>=2.3.1 (from matplotlib)

Downloading pyparsing-3.2.4-py3-none-any.whl.metadata (5.0 kB)

Requirement already satisfied: python-dateutil>=2.7 in [c:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages](file:///C:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages) (from matplotlib) (2.9.0.post0)

Requirement already satisfied: pandas>=1.2 in [c:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages](file:///C:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages) (from seaborn) (2.3.0)

Requirement already satisfied: pytz>=2020.1 in [c:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages](file:///C:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages) (from pandas>=1.2->seaborn) (2025.2)

Requirement already satisfied: tzdata>=2022.7 in [c:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages](file:///C:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages) (from pandas>=1.2->seaborn) (2025.2)

Requirement already satisfied: six>=1.5 in [c:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages](file:///C:\users\lenovo\appdata\local\programs\python\python313\lib\site-packages) (from python-dateutil>=2.7->matplotlib) (1.17.0)

Using cached matplotlib-3.10.6-cp313-cp313-win\_amd64.whl (8.1 MB)

Using cached seaborn-0.13.2-py3-none-any.whl (294 kB)

...

---------------------------------------- 8/8 [seaborn]

Successfully installed contourpy-1.3.3 cycler-0.12.1 fonttools-4.60.0 kiwisolver-1.4.9 matplotlib-3.10.6 pillow-11.3.0 pyparsing-3.2.4 seaborn-0.13.2

Note: you may need to restart the kernel to use updated packages.

*Output is truncated. View as a* [*scrollable element*](command:cellOutput.enableScrolling?820542e4-c551-4e93-add6-2ae1f6195b8e) *or open in a* [*text editor*](command:workbench.action.openLargeOutput?820542e4-c551-4e93-add6-2ae1f6195b8e)*. Adjust cell output* [*settings*](command:workbench.action.openSettings?%5B%22%40tag%3AnotebookOutputLayout%22%5D)*...*

[notice] A new release of pip is available: 25.1.1 -> 25.2

[notice] To update, run: python.exe -m pip install --upgrade pip

wine = pd.read\_csv('data.csv')

wine

| **fixed acidity** | **volatile acidity** | **citric acid** | **residual sugar** | **chlorides** | **free sulfur dioxide** | **total sulfur dioxide** | **density** | **pH** | **sulphates** | **alcohol** | **quality** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 7.4 | 0.700 | 0.00 | 1.9 | 0.076 | 11.0 | 34.0 | 0.99780 | 3.51 | 0.56 | 9.4 | 5 |
| 1 | 7.8 | 0.880 | 0.00 | 2.6 | 0.098 | 25.0 | 67.0 | 0.99680 | 3.20 | 0.68 | 9.8 | 5 |
| 2 | 7.8 | 0.760 | 0.04 | 2.3 | 0.092 | 15.0 | 54.0 | 0.99700 | 3.26 | 0.65 | 9.8 | 5 |
| 3 | 11.2 | 0.280 | 0.56 | 1.9 | 0.075 | 17.0 | 60.0 | 0.99800 | 3.16 | 0.58 | 9.8 | 6 |
| 4 | 7.4 | 0.700 | 0.00 | 1.9 | 0.076 | 11.0 | 34.0 | 0.99780 | 3.51 | 0.56 | 9.4 | 5 |
| ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| 1594 | 6.2 | 0.600 | 0.08 | 2.0 | 0.090 | 32.0 | 44.0 | 0.99490 | 3.45 | 0.58 | 10.5 | 5 |
| 1595 | 5.9 | 0.550 | 0.10 | 2.2 | 0.062 | 39.0 | 51.0 | 0.99512 | 3.52 | 0.76 | 11.2 | 6 |
| 1596 | 6.3 | 0.510 | 0.13 | 2.3 | 0.076 | 29.0 | 40.0 | 0.99574 | 3.42 | 0.75 | 11.0 | 6 |
| 1597 | 5.9 | 0.645 | 0.12 | 2.0 | 0.075 | 32.0 | 44.0 | 0.99547 | 3.57 | 0.71 | 10.2 | 5 |
| 1598 | 6.0 | 0.310 | 0.47 | 3.6 | 0.067 | 18.0 | 42.0 | 0.99549 | 3.39 | 0.66 | 11.0 | 6 |

1599 rows × 12 columns

import matplotlib.pyplot as plt

import seaborn as sns

# Assuming you already have a dataframe 'wine'

fig = plt.figure(figsize=(10,6))

sns.barplot(x='quality', y='fixed acidity', data=wine)

plt.show()
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fig = plt.figure(figsize = (10,6))

sns.barplot(x = 'quality', y = 'residual sugar', data = wine)

<Axes: xlabel='quality', ylabel='residual sugar'>
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bins = (2, 6.5, 8)

group\_names = ['bad', 'good']

wine['quality'] = pd.cut(wine['quality'], bins = bins, labels = group\_names)

wine['quality']

0 bad

1 bad

2 bad

3 bad

4 bad

...

1594 bad

1595 bad

1596 bad

1597 bad

1598 bad

Name: quality, Length: 1599, dtype: category

Categories (2, object): ['bad' < 'good']

from sklearn.preprocessing import LabelEncoder

label\_quality = LabelEncoder()

wine['quality'] = label\_quality.fit\_transform(wine['quality'])

wine['quality'].value\_counts()

quality

0 1382

1 217

Name: count, dtype: int64

X = wine.drop('quality', axis = 1)

y = wine['quality']

from sklearn.model\_selection import train\_test\_split

# Assuming X (features) and y (target) are already defined

X\_train, X\_test, y\_train, y\_test = train\_test\_split(

    X, y, test\_size=0.2, random\_state=42

)

from sklearn.preprocessing import StandardScaler

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size = 0.2, random\_state = 42)

sc = StandardScaler()

X\_train = sc.fit\_transform(X\_train)

X\_test = sc.fit\_transform(X\_test)

from sklearn.ensemble import RandomForestClassifier

rfc = RandomForestClassifier(n\_estimators=200)

rfc.fit(X\_train, y\_train)

pred\_rfc = rfc.predict(X\_test)

matrixfrom sklearn.metrics import accuracy\_score, classification\_report, confusion\_

print("Accuracy score =", accuracy\_score(y\_test, pred\_rfc))

print("\nClassification Report:\n", classification\_report(y\_test, pred\_rfc))

print("\nConfusion Matrix:\n", confusion\_matrix(y\_test, pred\_rfc))

Accuracy score = 0.878125

Classification Report:

precision recall f1-score support

0 0.90 0.96 0.93 273

1 0.64 0.38 0.48 47

accuracy 0.88 320

macro avg 0.77 0.67 0.71 320

weighted avg 0.86 0.88 0.86 320

Confusion Matrix:

[[263 10]

[ 29 18]]

from sklearn.svm import SVC

svc = SVC()

svc.fit(X\_train, y\_train)

pred\_svc = svc.predict(X\_test)

print("Accuaracy score =",accuracy\_score(y\_test, pred\_svc))

print(classification\_report(y\_test, pred\_svc))

Accuaracy score = 0.875

precision recall f1-score support

0 0.88 0.98 0.93 273

1 0.71 0.26 0.38 47

accuracy 0.88 320

macro avg 0.80 0.62 0.65 320

weighted avg 0.86 0.88 0.85 320

from sklearn.model\_selection import GridSearchCV

param = {

    'C': [0.1,0.8,0.9,1,1.1,1.2,1.3,1.4],

    'kernel':['linear', 'rbf'],

    'gamma' :[0.1,0.8,0.9,1,1.1,1.2,1.3,1.4]

}

grid\_svc = GridSearchCV(svc,param, cv=10, verbose=2)

grid\_svc.fit(X\_train, y\_train)

Fitting 10 folds for each of 128 candidates, totalling 1280 fits

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.1, kernel=linear; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END .......................C=0.1, gamma=0.1, kernel=rbf; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.8, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.8, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.8, kernel=linear; total time= 0.0s

[CV] END ....................C=0.1, gamma=0.8, kernel=linear; total time= 0.0s

...

[CV] END .......................C=1.4, gamma=1.4, kernel=rbf; total time= 0.0s

[CV] END .......................C=1.4, gamma=1.4, kernel=rbf; total time= 0.0s

pred = grid\_svc.predict(X\_test)

print("Accuaracy score =", accuracy\_score(y\_test, pred))

print(classification\_report(y\_test, pred))

Accuaracy score = 0.896875

precision recall f1-score support

0 0.90 0.99 0.94 273

1 0.89 0.34 0.49 47

accuracy 0.90 320

macro avg 0.89 0.67 0.72 320

weighted avg 0.90 0.90 0.88 320

from sklearn.model\_selection import cross\_val\_score

rfc\_eval = cross\_val\_score(estimator = rfc, X = X\_train, y = y\_train, cv = 10, verbose=2)

rfc\_eval.mean()

[CV] END .................................................... total time= 0.4s

[CV] END .................................................... total time= 0.4s

[CV] END .................................................... total time= 0.4s

[CV] END .................................................... total time= 0.5s

[CV] END .................................................... total time= 0.4s

[CV] END .................................................... total time= 0.4s

[CV] END .................................................... total time= 0.5s

[CV] END .................................................... total time= 0.6s

[CV] END .................................................... total time= 0.6s

[CV] END .................................................... total time= 0.6s

[Parallel(n\_jobs=1)]: Done 10 out of 10 | elapsed: 5.8s finished

np.float64(0.9116633858267716)

**Predicting Stock Prices**

import pandas as pd

import numpy as np

import matplotlib as plt

import plotly.graph\_objects as go

import plotly.express as px

from plotly.subplots import make\_subplots

import seaborn as sns

import os

print(os.getcwd())

C:\Users\LENOVO

df = pd.read\_csv(r"C:\Users\LENOVO\Downloads\TSLA.csv")

!pip install yfinance --quiet

import yfinance as yf

import pandas as pd

df = yf.download("TSLA", start="2020-01-01", end="2023-12-31")

df = df.reset\_index() # moves 'Date' index into a column

print(df.head())

C:\Users\LENOVO\AppData\Local\Temp\ipykernel\_668\3079211020.py:5: FutureWarning: YF.download() has changed argument auto\_adjust default to True

df = yf.download("TSLA", start="2020-01-01", end="2023-12-31")

[\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*100%\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*] 1 of 1 completed

Price Date Close High Low Open Volume

Ticker TSLA TSLA TSLA TSLA TSLA

0 2020-01-02 28.684000 28.713333 28.114000 28.299999 142981500

1 2020-01-03 29.534000 30.266666 29.128000 29.366667 266677500

2 2020-01-06 30.102667 30.104000 29.333332 29.364668 151995000

3 2020-01-07 31.270666 31.441999 30.224001 30.760000 268231500

4 2020-01-08 32.809334 33.232666 31.215334 31.580000 467164500

import sys

!{sys.executable} -m pip install yfinance --upgrade --quiet

import pandas as pd

import numpy as np

from sklearn.preprocessing import MinMaxScaler

# Assume df is already created (either from CSV or yfinance)

# and has a 'close' column

# Create closedf from df

closedf = df[['close']] # pick only the 'close' column

# Scale the data

scaler = MinMaxScaler(feature\_range=(0,1))

closedf = scaler.fit\_transform(np.array(closedf).reshape(-1,1))

print(closedf.shape)

(1006, 1)

df = df.rename(columns={

'Date': 'date',

'Open': 'open',

'High': 'high',

'Low': 'low',

'Close': 'close',

'Adj Close': 'adj\_close',

'Volume': 'volume'

})

closedf = df[['date','close']]

print("Shape of close dataframe:", closedf.shape)

Shape of close dataframe: (1006, 2)

from sklearn.preprocessing import MinMaxScaler

import numpy as np

from sklearn.preprocessing import MinMaxScaler

# Suppose df already has 'close' column

data = df[['close']] # take only close prices

# scale

scaler = MinMaxScaler(feature\_range=(0,1))

closedf = scaler.fit\_transform(np.array(data).reshape(-1,1))

print(type(closedf)) # should be <class 'numpy.ndarray'>

print(closedf.shape)

# train-test split

training\_size = int(len(closedf) \* 0.70)

test\_size = len(closedf) - training\_size

train\_data = closedf[0:training\_size] # first 70%

test\_data = closedf[training\_size:] # remaining 30%

print("train\_data: ", train\_data.shape)

print("test\_data: ", test\_data.shape)

<class 'numpy.ndarray'>

(1006, 1)

train\_data: (704, 1)

test\_data: (302, 1)

training\_size=int(len(closedf)\*0.70)

test\_size=len(closedf)-training\_size

train\_data,test\_data=closedf[0:training\_size,:],closedf[training\_size:len(closedf),:1]

print("train\_data: ", train\_data.shape)

print("test\_data: ", test\_data.shape)

train\_data: (704, 1)

test\_data: (302, 1)

def create\_dataset(dataset, time\_step=1):

dataX, dataY = [], []

for i in range(len(dataset)-time\_step-1):

a = dataset[i:(i+time\_step), 0] ###i=0, 0,1,2,3-----99 100

dataX.append(a)

dataY.append(dataset[i + time\_step, 0])

return np.array(dataX), np.array(dataY)

time\_step = 15

X\_train, y\_train = create\_dataset(train\_data, time\_step)

X\_test, y\_test = create\_dataset(test\_data, time\_step)

print("X\_train: ", X\_train.shape)

print("y\_train: ", y\_train.shape)

print("X\_test: ", X\_test.shape)

print("y\_test", y\_test.shape)

X\_train: (688, 15)

y\_train: (688,)

X\_test: (286, 15)

y\_test (286,)

!pip install xgboost

Collecting xgboost

Using cached xgboost-3.0.5-py3-none-win\_amd64.whl.metadata (2.1 kB)

Requirement already satisfied: numpy in c:\users\lenovo\anaconda3\lib\site-packages (from xgboost) (2.1.3)

Requirement already satisfied: scipy in c:\users\lenovo\appdata\roaming\python\python313\site-packages (from xgboost) (1.16.1)

Using cached xgboost-3.0.5-py3-none-win\_amd64.whl (56.8 MB)

Installing collected packages: xgboost

Successfully installed xgboost-3.0.5

from xgboost import XGBRegressor

# Example assuming X\_train and y\_train exist

my\_model = XGBRegressor(n\_estimators=1000)

my\_model.fit(X\_train, y\_train, verbose=True)

from sklearn.metrics import mean\_squared\_error, mean\_absolute\_error

import math

predictions = my\_model.predict(X\_test)

print("Mean Absolute Error - MAE : " + str(mean\_absolute\_error(y\_test, predictions)))

print("Root Mean squared Error - RMSE : " + str(math.sqrt(mean\_squared\_error(y\_test, predictions))))

Mean Absolute Error - MAE : 0.022021977255254153

Root Mean squared Error - RMSE : 0.0287138742512768

**Cancer Prediction**

import pandas as pd

import numpy as np

import seaborn as sns

import matplotlib.pyplot as plt

data = pd.read\_csv('data.csv')

data

| **id** | **diagnosis** | **Radius\_mean** | **Texture\_mean** | **perimeter\_mean** | **area\_mean** | **smoothness\_mean** | **compactness\_mean** | **concavity\_mean** | **concave points\_mean** | **...** | **radius\_worst** | **texture\_worst** | **perimeter\_worst** | **area\_worst** | **smoothness\_worst** | **compactness\_worst** | **concavity\_worst** | **concave points\_worst** | **symmetry\_worst** | **fractal\_dimension\_worst** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 842302 | M | 17.99 | 10.38 | 122.80 | 1001.0 | 0.11840 | 0.27760 | 0.30010 | 0.14710 | ... | 25.380 | 17.33 | 184.60 | 2019.0 | 0.16220 | 0.66560 | 0.7119 | 0.2654 | 0.4601 | 0.11890 |
| 1 | 842517 | M | 20.57 | 21.77 | 132.90 | 1326.0 | 0.08474 | 0.07864 | 0.08690 | 0.07017 | ... | 24.990 | 23.41 | 158.80 | 1956.0 | 0.12380 | 0.18660 | 0.2416 | 0.1860 | 0.2750 | 0.08902 |
| 2 | 84300903 | M | 19.69 | 21.25 | 130.00 | 1203.0 | 0.10960 | 0.15990 | 0.19740 | 0.12790 | ... | 23.570 | 25.53 | 152.50 | 1709.0 | 0.14440 | 0.42450 | 0.4504 | 0.2430 | 0.3613 | 0.08758 |
| 3 | 84348301 | M | 11.42 | 20.38 | 77.58 | 386.1 | 0.14250 | 0.28390 | 0.24140 | 0.10520 | ... | 14.910 | 26.50 | 98.87 | 567.7 | 0.20980 | 0.86630 | 0.6869 | 0.2575 | 0.6638 | 0.17300 |
| 4 | 84358402 | M | 20.29 | 14.34 | 135.10 | 1297.0 | 0.10030 | 0.13280 | 0.19800 | 0.10430 | ... | 22.540 | 16.67 | 152.20 | 1575.0 | 0.13740 | 0.20500 | 0.4000 | 0.1625 | 0.2364 | 0.07678 |
| ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| 564 | 926424 | M | 21.56 | 22.39 | 142.00 | 1479.0 | 0.11100 | 0.11590 | 0.24390 | 0.13890 | ... | 25.450 | 26.40 | 166.10 | 2027.0 | 0.14100 | 0.21130 | 0.4107 | 0.2216 | 0.2060 | 0.07115 |
| 565 | 926682 | M | 20.13 | 28.25 | 131.20 | 1261.0 | 0.09780 | 0.10340 | 0.14400 | 0.09791 | ... | 23.690 | 38.25 | 155.00 | 1731.0 | 0.11660 | 0.19220 | 0.3215 | 0.1628 | 0.2572 | 0.06637 |
| 566 | 926954 | M | 16.60 | 28.08 | 108.30 | 858.1 | 0.08455 | 0.10230 | 0.09251 | 0.05302 | ... | 18.980 | 34.12 | 126.70 | 1124.0 | 0.11390 | 0.30940 | 0.3403 | 0.1418 | 0.2218 | 0.07820 |
| 567 | 927241 | M | 20.60 | 29.33 | 140.10 | 1265.0 | 0.11780 | 0.27700 | 0.35140 | 0.15200 | ... | 25.740 | 39.42 | 184.60 | 1821.0 | 0.16500 | 0.86810 | 0.9387 | 0.2650 | 0.4087 | 0.12400 |
| 568 | 92751 | B | 7.76 | 24.54 | 47.92 | 181.0 | 0.05263 | 0.04362 | 0.00000 | 0.00000 | ... | 9.456 | 30.37 | 59.16 | 268.6 | 0.08996 | 0.06444 | 0.0000 | 0.0000 | 0.2871 | 0.07039 |

569 rows × 32 columns

data.isnull().sum()

id 0

diagnosis 0

Radius\_mean 0

Texture\_mean 0

perimeter\_mean 0

area\_mean 0

smoothness\_mean 0

compactness\_mean 0

concavity\_mean 0

concave points\_mean 0

symmetry\_mean 0

fractal\_dimension\_mean 0

radius\_se 0

texture\_se 0

perimeter\_se 0

area\_se 0

smoothness\_se 0

compactness\_se 0

concavity\_se 0

concave points\_se 0

symmetry\_se 0

fractal\_dimension\_se 0

radius\_worst 0

texture\_worst 0

perimeter\_worst 0

...

concavity\_worst 0

concave points\_worst 0

symmetry\_worst 0

fractal\_dimension\_worst 0

dtype: int64

(569, 32)

A=data['diagnosis'].groupby(data['diagnosis']).count()

sns.barplot(x=A.index,y=A.values,data=data)

plt.title("distribution of diagnosis")

plt.show()

![](data:image/png;base64,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)

data['diagnosis']=data['diagnosis'].map({'M':1,'B':0})

data.head()

| **id** | | **diagnosis** | | | | **Radius\_mean** | | | **Texture\_mean** | | | **perimeter\_mean** | | | | | **area\_mean** | | | | **smoothness\_mean** | | | | | **compactness\_mean** | | | **concavity\_mean** | **concave points\_mean** | **...** | **radius\_worst** | **texture\_worst** | **perimeter\_worst** | **area\_worst** | **smoothness\_worst** | **compactness\_worst** | **concavity\_worst** | **concave points\_worst** | **symmetry\_worst** | **fractal\_dimension\_worst** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | | 842302 | | | | 1 | | | 17.99 | | | 10.38 | | | | | 122.80 | | | | 1001.0 | | | | | 0.11840 | | | 0.27760 | 0.3001 | 0.14710 | ... | 25.38 | 17.33 | 184.60 | 2019.0 | 0.1622 | 0.6656 | 0.7119 | 0.2654 | 0.4601 | 0.11890 |
| 1 | | 842517 | | | | 1 | | | 20.57 | | | 21.77 | | | | | 132.90 | | | | 1326.0 | | | | | 0.08474 | | | 0.07864 | 0.0869 | 0.07017 | ... | 24.99 | 23.41 | 158.80 | 1956.0 | 0.1238 | 0.1866 | 0.2416 | 0.1860 | 0.2750 | 0.08902 |
| 2 | | 84300903 | | | | 1 | | | 19.69 | | | 21.25 | | | | | 130.00 | | | | 1203.0 | | | | | 0.10960 | | | 0.15990 | 0.1974 | 0.12790 | ... | 23.57 | 25.53 | 152.50 | 1709.0 | 0.1444 | 0.4245 | 0.4504 | 0.2430 | 0.3613 | 0.08758 |
| 3 | | **id** | | | | **diagnosis** | | | **Radius\_mean** | | | **Texture\_mean** | | | | | **perimeter\_mean** | | | | **area\_mean** | | | | | **smoothness\_mean** | | | **compactness\_mean** | **concavity\_mean** | **concave points\_mean** | **...** | **radius\_worst** | **texture\_worst** | **perimeter\_worst** | **area\_worst** | **smoothness\_worst** | **compactness\_worst** | **concavity\_worst** | **concave points\_worst** | **symmetry\_worst** | **fractal\_dimension\_worst** |
| 4 | | 0 | | | | 842302 | | | 1 | | | 17.99 | | | | | 10.38 | | | | 122.80 | | | | | 1001.0 | | | 0.11840 | 0.27760 | 0.3001 | 0.14710 | ... | 25.38 | 17.33 | 184.60 | 2019.0 | 0.1622 | 0.6656 | 0.7119 | 0.2654 | 0.4601 | 0.11890 |
|  | 1 | | 842517 | 1 | 20.57 | | 21.77 | 132.90 | 1326.0 | 0.08474 | 0.07864 | | 0.0869 | 0.07017 | ... | 24.99 | | 23.41 | 158.80 | 1956.0 | | 0.1238 | 0.1866 | 0.2416 | 0.1860 | | 0.2750 | 0.08902 |
|  | 2 | | 84300903 | 1 | 19.69 | | 21.25 | 130.00 | 1203.0 | 0.10960 | 0.15990 | | 0.1974 | 0.12790 | ... | 23.57 | | 25.53 | 152.50 | 1709.0 | | 0.1444 | 0.4245 | 0.4504 | 0.2430 | | 0.3613 | 0.08758 |
|  | 3 | | 84348301 | 1 | 11.42 | | 20.38 | 77.58 | 386.1 | 0.14250 | 0.28390 | | 0.2414 | 0.10520 | ... | 14.91 | | 26.50 | 98.87 | 567.7 | | 0.2098 | 0.8663 | 0.6869 | 0.2575 | | 0.6638 | 0.17300 |
|  | 4 | | 84358402 | 1 | 20.29 | | 14.34 | 135.10 | 1297.0 | 0.10030 | 0.13280 | | 0.1980 | 0.10430 | ... | 22.54 | | 16.67 | 152.20 | 1575.0 | | 0.1374 | 0.2050 | 0.4000 | 0.1625 | | 0.2364 | 0.07678 |

del data['id']

data.head()

| **diagnosis** | **Radius\_mean** | | **Texture\_mean** | | **perimeter\_mean** | | **area\_mean** | | **smoothness\_mean** | | **compactness\_mean** | | **concavity\_mean** | | **concave points\_mean** | | **symmetry\_mean** | | **...** | | **radius\_worst** | | **texture\_worst** | | **perimeter\_worst** | | **area\_worst** | | **smoothness\_worst** | | **compactness\_worst** | | **concavity\_worst** | | **concave points\_worst** | | **symmetry\_worst** | | **fractal\_dimension\_worst** | |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | | 17.99 | | 10.38 | | 122.80 | | 1001.0 | | 0.11840 | | 0.27760 | | 0.3001 | | 0.14710 | | 0.2419 | | ... | | 25.38 | | 17.33 | | 184.60 | | 2019.0 | | 0.1622 | | 0.6656 | | 0.7119 | | 0.2654 | | 0.4601 | | 0.11890 |
| 1 | 1 | | 20.57 | | 21.77 | | 132.90 | | 1326.0 | | 0.08474 | | 0.07864 | | 0.0869 | | 0.07017 | | 0.1812 | | ... | | 24.99 | | 23.41 | | 158.80 | | 1956.0 | | 0.1238 | | 0.1866 | | 0.2416 | | 0.1860 | | 0.2750 | | 0.08902 |
| 2 | 1 | | 19.69 | | 21.25 | | 130.00 | | 1203.0 | | 0.10960 | | 0.15990 | | 0.1974 | | 0.12790 | | 0.2069 | | ... | | 23.57 | | 25.53 | | 152.50 | | 1709.0 | | 0.1444 | | 0.4245 | | 0.4504 | | 0.2430 | | 0.3613 | | 0.08758 |
| 3 | 1 | | 11.42 | | 20.38 | | 77.58 | | 386.1 | | 0.14250 | | 0.28390 | | 0.2414 | | 0.10520 | | 0.2597 | | ... | | 14.91 | | 26.50 | | 98.87 | | 567.7 | | 0.2098 | | 0.8663 | | 0.6869 | | 0.2575 | | 0.6638 | | 0.17300 |
| 4 | 1 | | 20.29 | | 14.34 | | 135.10 | | 1297.0 | | 0.10030 | | 0.13280 | | 0.1980 | | 0.10430 | | 0.1809 | | ... | | 22.54 | | 16.67 | | 152.20 | | 1575.0 | | 0.1374 | | 0.2050 | | 0.4000 | | 0.1625 | | 0.2364 | | 0.07678 |
| **diagnosis** | | **Radius\_mean** | | **Texture\_mean** | | **perimeter\_mean** | | **area\_mean** | | **smoothness\_mean** | | **compactness\_mean** | | **concavity\_mean** | | **concave points\_mean** | | **symmetry\_mean** | | **...** | | **radius\_worst** | | **texture\_worst** | | **perimeter\_worst** | | **area\_worst** | | **smoothness\_worst** | | **compactness\_worst** | | **concavity\_worst** | | **concave points\_worst** | | **symmetry\_worst** | | **fractal\_dimension\_worst** | |
| 0 | | 1 | | 17.99 | | 10.38 | | 122.80 | | 1001.0 | | 0.11840 | | 0.27760 | | 0.3001 | | 0.14710 | | 0.2419 | | ... | | 25.38 | | 17.33 | | 184.60 | | 2019.0 | | 0.1622 | | 0.6656 | | 0.7119 | | 0.2654 | | 0.4601 | | 0.11890 |
| 1 | | 1 | | 20.57 | | 21.77 | | 132.90 | | 1326.0 | | 0.08474 | | 0.07864 | | 0.0869 | | 0.07017 | | 0.1812 | | ... | | 24.99 | | 23.41 | | 158.80 | | 1956.0 | | 0.1238 | | 0.1866 | | 0.2416 | | 0.1860 | | 0.2750 | | 0.08902 |
| 2 | | 1 | | 19.69 | | 21.25 | | 130.00 | | 1203.0 | | 0.10960 | | 0.15990 | | 0.1974 | | 0.12790 | | 0.2069 | | ... | | 23.57 | | 25.53 | | 152.50 | | 1709.0 | | 0.1444 | | 0.4245 | | 0.4504 | | 0.2430 | | 0.3613 | | 0.08758 |
| 3 | | 1 | | 11.42 | | 20.38 | | 77.58 | | 386.1 | | 0.14250 | | 0.28390 | | 0.2414 | | 0.10520 | | 0.2597 | | ... | | 14.91 | | 26.50 | | 98.87 | | 567.7 | | 0.2098 | | 0.8663 | | 0.6869 | | 0.2575 | | 0.6638 | | 0.17300 |
| 4 | | 1 | | 20.29 | | 14.34 | | 135.10 | | 1297.0 | | 0.10030 | | 0.13280 | | 0.1980 | | 0.10430 | | 0.1809 | | ... | | 22.54 | | 16.67 | | 152.20 | | 1575.0 | | 0.1374 | | 0.2050 | | 0.4000 | | 0.1625 | | 0.2364 | | 0.07678 |

X = data.loc[:,data.columns[1:]]

y = data['diagnosis']

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2)

from sklearn.tree import DecisionTreeClassifier

dt = DecisionTreeClassifier()

dt.fit(X\_train, y\_train)

y\_pred = dt.predict(X\_test)

y\_pred

array([0, 0, 0, 0, 0, 0, 1, 0, 0, 1, 0, 0, 0, 1, 1, 0, 0, 0, 1, 0, 0, 0,

0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 1, 1, 1, 0, 1, 0, 0, 1, 0, 0, 0, 0,

0, 0, 1, 1, 0, 0, 1, 0, 1, 0, 1, 1, 0, 0, 1, 1, 0, 0, 0, 1, 0, 0,

0, 0, 1, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0,

0, 1, 0, 1, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0,

1, 1, 1, 1], dtype=int64)

from sklearn.metrics import accuracy\_score

y\_pred = dt.predict(X\_test)

acc = accuracy\_score(y\_test, y\_pred)

print(acc)

0.9298245614035088

from sklearn.model\_selection import cross\_val\_score

import numpy as np

for depth in [1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,16,17,18,19,20]:

  dt = DecisionTreeClassifier(max\_depth=depth)

  dt.fit(X\_train, y\_train)

  trainAccuracy = accuracy\_score(y\_train, dt.predict(X\_train))

  dt = DecisionTreeClassifier(max\_depth=depth)

  valAccuracy = cross\_val\_score(dt, X\_train, y\_train, cv=10)

  print("Depth  : ", depth, " Training Accuracy : ", trainAccuracy, " Cross val score : " ,np.mean(valAccuracy))

Depth : 1 Training Accuracy : 0.9208791208791208 Cross val score : 0.874830917874396

Depth : 2 Training Accuracy : 0.9560439560439561 Cross val score : 0.9142995169082125

Depth : 3 Training Accuracy : 0.9692307692307692 Cross val score : 0.9099999999999999

Depth : 4 Training Accuracy : 0.9802197802197802 Cross val score : 0.9142512077294687

Depth : 5 Training Accuracy : 0.9934065934065934 Cross val score : 0.9230917874396136

Depth : 6 Training Accuracy : 0.9978021978021978 Cross val score : 0.9208695652173914

Depth : 7 Training Accuracy : 1.0 Cross val score : 0.9186473429951691

Depth : 8 Training Accuracy : 1.0 Cross val score : 0.9099033816425122

Depth : 9 Training Accuracy : 1.0 Cross val score : 0.9251690821256039

Depth : 10 Training Accuracy : 1.0 Cross val score : 0.918599033816425

Depth : 11 Training Accuracy : 1.0 Cross val score : 0.8989855072463768

Depth : 12 Training Accuracy : 1.0 Cross val score : 0.9119806763285025

Depth : 13 Training Accuracy : 1.0 Cross val score : 0.9076811594202899

Depth : 14 Training Accuracy : 1.0 Cross val score : 0.9207729468599034

Depth : 15 Training Accuracy : 1.0 Cross val score : 0.9119806763285025

Depth : 16 Training Accuracy : 1.0 Cross val score : 0.9099033816425119

Depth : 17 Training Accuracy : 1.0 Cross val score : 0.9164734299516908

Depth : 18 Training Accuracy : 1.0 Cross val score : 0.9010144927536233

Depth : 19 Training Accuracy : 1.0 Cross val score : 0.9188405797101449

Depth : 20 Training Accuracy : 1.0 Cross val score : 0.9208212560386473

**Marketing Analysis**

import pandas as pd

import matplotlib.pyplot as plt

from sklearn.preprocessing import OrdinalEncoder

from sklearn.tree import DecisionTreeClassifier

from sklearn.model\_selection import train\_test\_split, GridSearchCV

from sklearn.metrics import ConfusionMatrixDisplay, classification\_report

df = pd.read\_csv('Bank.csv', sep=';')

df

|  | **age** | **job** | **marital** | **education** | **default** | **balance** | **housing** | **loan** | **contact** | **day** | **month** | **duration** | **campaign** | **pdays** | **previous** | **poutcome** | **y** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 58 | management | married | tertiary | no | 2143 | yes | no | unknown | 5 | may | 261 | 1 | -1 | 0 | unknown | no |
| 1 | 44 | technician | single | secondary | no | 29 | yes | no | unknown | 5 | may | 151 | 1 | -1 | 0 | unknown | no |
| 2 | 33 | entrepreneur | married | secondary | no | 2 | yes | yes | unknown | 5 | may | 76 | 1 | -1 | 0 | unknown | no |
| 3 | 47 | blue-collar | married | unknown | no | 1506 | yes | no | unknown | 5 | may | 92 | 1 | -1 | 0 | unknown | no |
| 4 | 33 | unknown | single | unknown | no | 1 | no | no | unknown | 5 | may | 198 | 1 | -1 | 0 | unknown | no |
| ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... | ... |
| 45206 | 51 | technician | married | tertiary | no | 825 | no | no | cellular | 17 | nov | 977 | 3 | -1 | 0 | unknown | yes |
| 45207 | 71 | retired | divorced | primary | no | 1729 | no | no | cellular | 17 | nov | 456 | 2 | -1 | 0 | unknown | yes |
| 45208 | 72 | retired | married | secondary | no | 5715 | no | no | cellular | 17 | nov | 1127 | 5 | 184 | 3 | success | yes |
| 45209 | 57 | blue-collar | married | secondary | no | 668 | no | no | telephone | 17 | nov | 508 | 4 | -1 | 0 | unknown | no |
| 45210 | 37 | entrepreneur | married | secondary | no | 2971 | no | no | cellular | 17 | nov | 361 | 2 | 188 | 11 | other | no |

| **month** | **duration** | **campaign** | **pdays** | **previous** | **poutcome** | **y** |
| --- | --- | --- | --- | --- | --- | --- |
| 5 | may | 261 | 1 | -1 | 0 | unknown | no |
| 5 | may | 151 | 1 | -1 | 0 | unknown | no |
| 5 | may | 76 | 1 | -1 | 0 | unknown | no |
| 5 | may | 92 | 1 | -1 | 0 | unknown | no |
| 5 | may | 198 | 1 | -1 | 0 | unknown | no |
| ... | ... | ... | ... | ... | ... | ... | ... |
| 17 | nov | 977 | 3 | -1 | 0 | unknown | yes |
| 17 | nov | 456 | 2 | -1 | 0 | unknown | yes |
| 17 | nov | 1127 | 5 | 184 | 3 | success | yes |
| 17 | nov | 508 | 4 | -1 | 0 | unknown | no |
| 17 | nov | 361 | 2 | 188 | 11 | other | no |

def balanceator(x):

if x < 72:

return 'Class E'

elif x >= 72 and x < 448:

return 'Class D'

elif x >= 448 and x < 1428:

return 'Class C'

elif x >= 1428 and x < df['balance'].quantile(0.99):

return 'Class B'

else:

return 'Class A'

def wrangle(path):

df = pd.read\_csv(path, sep=';') # Read CSV file

df['y'] = df['y'].apply(lambda x: True if x == 'yes' else False) # Change object output to bool

df['default'] = df['default'].apply(lambda x: True if x == 'yes' else False) # Change object output to bool

df['balance\_class'] = df['balance'].apply(lambda x: balanceator(x)) # Creates a new categoric column 'balance\_class' using data from 'balance' column

df['housing'] = df['housing'].apply(lambda x: True if x == 'yes' else False) # Change object output to bool

df['loan'] = df['loan'].apply(lambda x: True if x == 'yes' else False) # Change object output to bool

df['previous\_bool'] = df['previous'].apply(lambda x: True if x != 0 else False) # Change object output to bool for visualization and modeling purpuses

#drop columns:

to\_drop =['previous', 'day', 'poutcome', 'pdays']

df.drop(columns= to\_drop, inplace=True)

return df

df\_pos = wrangle('bank.csv')

df\_pos.head()

|  | age | JOb | marital | education | default | Balance | Housing | loan | contact | month | duration | y | balance\_class | previous\_bool |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 58 | management | married | tertiary | False | 2143 | True | False | unknown | may | 261 | 1 | False | Class B | False |
| 1 | 44 | technician | single | secondary | False | 29 | True | False | unknown | may | 151 | 1 | False | Class E | False |
| 2 | 33 | entrepreneur | married | secondary | False | 2 | True | True | unknown | may | 76 | 1 | False | Class E | False |
| 3 | 47 | blue-collar | married | unknown | False | 1506 | True | False | unknown | may | 92 | 1 | False | Class B | False |
| 4 | 33 | unknown | single | unknown | False | 1 | False | False | unknown | may | 198 | 1 | False | Class E | False |

|  |  |  |  |
| --- | --- | --- | --- |
| campaign | y | Balance\_class | previous\_bool |
| 1 | False | Class B | False |
| 1 | False | Class E | False |
| 1 | False | Class E | False |
| 1 | False | Class B | False |
| 1 | False | Class E | False |

X = df\_pos.drop(columns = ["y", "balance", 'duration'])

y = df\_pos['y']

oe = OrdinalEncoder()

X = oe.fit\_transform(X)

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.15, random\_state=42, stratify=y)

dt = GridSearchCV(DecisionTreeClassifier(random\_state=42), {}, n\_jobs=-1, cv=10, refit="recall")

dt.fit(X\_train, y\_train)

ConfusionMatrixDisplay.from\_estimator(dt,X\_test,y\_test)

<sklearn.metrics.\_plot.confusion\_matrix.ConfusionMatrixDisplay at 0x1d9b72aa760>
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pred = dt.predict(X\_test)

print (classification\_report(pred, y\_test))

precision recall f1-score support

False 0.90 0.91 0.90 5939

True 0.29 0.28 0.28 843

accuracy 0.83 6782

macro avg 0.60 0.59 0.59 6782

weighted avg 0.82 0.83 0.82 6782

params\_dt = {

"max\_depth": [5, 10, 15, 20, 25, 30, None], # Maximum depth of the decision tree

"criterion": ["gini","entropy"], # The quality criterion to measure the information gain when splitting nodes

"min\_samples\_split": [2,3], # Minimum number of samples required to split an internal node

"min\_samples\_leaf": [1,2] # Minimum number of samples required to be at a leaf node

}

model\_dt = GridSearchCV(

DecisionTreeClassifier(random\_state=42), # Define the Decision Tree model

params\_dt, # Pass in the hyperparameters to be tuned from the dictionary we defined earlier

cv=10, # Set the number of folds for cross-validation

verbose=2

)

model\_dt.fit(X\_train, y\_train)

Fitting 10 folds for each of 56 candidates, totalling 560 fits

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.1s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=1, min\_samples\_split=3; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=2, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=2, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=2, min\_samples\_split=2; total time= 0.0s

[CV] END criterion=gini, max\_depth=5, min\_samples\_leaf=2, min\_samples\_split=2; total time= 0.0s

...

[CV] END criterion=entropy, max\_depth=None, min\_samples\_leaf=2, min\_samples\_split=3; total time= 0.1s

[CV] END criterion=entropy, max\_depth=None, min\_samples\_leaf=2, min\_samples\_split=3; total time= 0.1s

[CV] END criterion=entropy, max\_depth=None, min\_samples\_leaf=2, min\_samples\_split=3; total time= 0.1s

[CV] END criterion=entropy, max\_depth=None, min\_samples\_leaf=2, min\_samples\_split=3; total time= 0.2s

ConfusionMatrixDisplay.from\_estimator(model\_dt,X\_test,y\_test)

<sklearn.metrics.\_plot.confusion\_matrix.ConfusionMatrixDisplay at 0x1d9b739b460>
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pred\_dt = model\_dt.predict(X\_test)

print (classification\_report(pred\_dt, y\_test))

precision recall f1-score support

False 0.99 0.89 0.94 6627

True 0.09 0.47 0.15 155

accuracy 0.88 6782

macro avg 0.54 0.68 0.55 6782

weighted avg 0.97 0.88 0.92 6782